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## 一切都是管理问题定律 ati总结

项目的延迟就是管理的问题

## 一万小时定律 专家定律

## 定律 布鲁克斯定律：      人月=人\*月，月≠人月/人

## Conway’ s Law”（康威定律 组织架构影响产品与项目定律

1967年，《哈佛商业评论》拒绝了 Mel Conway 提交的一篇论文。一年之后，Conway 的论文最终被确定为 “Conway’ s Law”（康威定律）。康威在加利福尼亚理工学院获得物理学硕士学位，在凯斯西储大学获得数学博士学位。毕业之后，他参与了很多知名的软件项目，如 Pascal 编辑器。在他的职业生涯中，康威观察到一个现象：软件团队开发的产品是对公司组织架构的反映。

## 摩尔定律（Moore's Law）、

科技行业流传着很多关于比尔·盖茨的故事，其中一个是他和通用汽车公司老板之间的对话。盖茨说，如果汽车工业能够像计算机领域一样发展，那么今天，买一辆汽车只需要25美元，一升汽油能跑400公里。通用汽车老板反击盖茨的话我们暂且不论，这个故事至少说明计算机和整个IT行业的发展比传统工业要快得多。

人们多次怀疑摩尔定律还能适用多少年，就连摩尔本人一开始也只认为IT领域可以按这么高的速度发展10年，至于以后当时他也说不清了。而事实上，从二战后至今，IT领域的技术进步一直是每一到两年翻一番，至今看不到停下来的迹象。至少，在我第一次刊登这篇博客的2007年到2011年的今天，摩尔定律依然适用。在人类的文明史上，没有任何一个其他行业做到了这一点。因此，IT行业必然有它的特殊性。

## 安迪——比尔定律（Andy and Bill's Law）

## 和反摩尔定律（Reverse Moore's Law）。这

## 软件开发定律系列之1:3:9定律

## 最小功效原则

互联网之父Tim Berners-Lee 在他的著作 《最小功效原则》中的一段话：

“在过去的40年中，计算机科学一直在开发尽可能功能强大的语言。现在我们必须领会这样的道理：要选择功能最不强的解决方案而不是最强的。语言的功效越小，对于储存在该语言中的数据你能做的事情就越多。如果你把程序写成简单的描述性形式，任何人都可以编写一个程序来分析它。比如，如果一个包含了天气数据的网页，里面使用RDF 格式来描述这些数据，用户就可以把它当做一个表格来查找，也许求它的平均值，或者用它绘图，或把它和其他信息结合在一起进行推理分析。另一个极端情况是，这些天气信息是用漂亮的Java applet描绘出来的。虽然这样可能做出很酷的用户界面，但它完全无法用于分析。找到这个页面的搜索引擎会压根不知道这些数据是什么或者是干什么用的。唯一能发现Java applet的含义的方式就是让它在一个人面前运行起来。”

# 五大定律：软件开发中的时间估算.html

## 估算第一定律：估算纯属浪费

## 估算第二定律：估算不可互换

## 估算第三定律：估算是错的

## 估算第四定律：估算是暂时的

## 估算第五原则：估算是必要的

# 软件开发中的11个系统思维定律

　以上11条系统思维定律表明，我们提出的所有解决方案都会产生一定的后果，有时非常严重并出乎意料。我们周围的系统本就那样，我们不应苛责它们，而是要从中学习。要掌握系统思维方式并控制这些系统，我们需要做到如下几点：  
　　1. 要明白我们是在跟什么样的系统打交道，是人或是软件；  
　　2. 有意识地学习相互关系、因果链；  
　　3. 把系统看做一个整体，并且视其为其他系统的一部分。  
　　系统思维方面有很多挑战，通过获取并且利用有关系统工作方式的知识，我们可以战胜其中的很多挑战。但是，大部分严峻挑战是我们人类与之相冲突的本性。我们的激情、感情以及本能可以轻易改变我们理智、条理分明的思维方式。掌握系统思维方式的第一步就是要学习如何跟自己合作。

## 1. 今日的问题源于昨日的解决方案（Today’s problems come from yesterday’s solutions）

## 2. 用力越大，系统的反作用力也越大（The harder you push, the harder the system pushes back）

## 3. 福兮祸之所伏（Behavior grows better before it grows worse）

## 4. 最容易出去的方法往往会导致返回来（The easy way out usually leads back in）

## 5. 治疗带来的结果可能会比疾病导致后果更严重（The cure can be worse than the disease）

## 6. 欲速则不达（Faster is slower）

## 7. 在时间和空间上，因果并不密切相关（Cause and effect are not closely related in time and space）

## 8. 微小的改变可以产生明显的效果，但这种杠杆效应最大的地方往往也最不明显（Small changes can produce big results-but the areas of highest leverage are often the least obvious）

## 9. 鱼与熊掌可以兼得，但不是同时兼得（You can have your cake and eat it too – but not at once）

## 10. 把一头大象分两半不会得到两头大象（Dividing an elephant in half does not produce two small elephants）

管理层承诺，每发现一处系统bug，测试者将得到5美元。测试者对跟开发者合作不再感兴趣，并且不再试图消除产生bug的根本因素。团队之间良好而且高效的关系不复存在。

## 11. 无可非议（There is no blame）

# 软件项目开发七大定律

## 1. 1:10:100 定律：需求错误导致的成本是修复程序错误成本的 100 倍。 反

## 1:2 定律：在开发中，每花费 1 美元，在维护中就得花费 2 美元，因此要注意度量改进 维护的度量元。

反思： ? ? 在我们公司的项目中维护成本与开发成本的比例是多少？ 我们在需求开发、设计过程中为了降低维护的成本采取了哪些措施？

## 3. Weinberg 可靠性零定律：

如果一个系统不要求是可靠的，那么它能够满足任何的其他 目的；换句话说，如果对实际工作的程序没有要求，那么你能满足任何设置的编码交付 期。 反思： ? 在限定了资源， 而项目工期又比较紧张时， 我们通常牺牲了什么？我们是否真的加 快了进度呢？ ? 成功的项目管理追求四要素的平衡，即需求、质量、进度、资源。

## 4. 1:3:9 定律：

随着软件系统规模的增大，其成本成倍增长，呈现 1:3:9 的关系，称之为 软件产业的非规模经济现象，举个例子：制药行业，只要做好配方，一条流水线就可以 生产几吨的成品药，药的成本微乎其微；相较定制化的软件来说，面对的用户越多，系 统功能越多，产生的需求和缺陷就越多，开发成本也成倍数增长。 反思： ? ? ? 5. 我们如何降低软件的开发成本？ 为什么提倡采用迭代的生命周期模型？ 为什么提倡小项目、小团队？

## 帕金森定律（Parkinson’sLaw） ：工作总是用完所有可利用的时间。

如果你给自己安 排了充裕的时间从事一项工作， 你会放慢你的节奏以便用掉所有分配的时间； 容易达到 的目标将使员工工作上变得松懈。 反思： ? ? 如何规避帕金森定律？ 如果整个项目有 20%的缓冲时间，你会如何分配这 20%的缓冲？

## 布鲁克斯定律（Brooks’Law） ：人月=人\*月，但是月≠人月/人，投入更多的人到一项 延迟的工作上，可以导致该项工作更加延迟。

1. Barry Boehm 认为：可以将软件开发进度压缩 25%，但是不能再多了； 200/20/6X 现象：人数增加 1 倍，工期缩短 20%，缺陷增加 6 倍。 反思： ? ? 在实践中，我们是否经常通过给项目组增加人手的方式加快进度？ 有哪些合理的加快进度的措施？

## 7. 80-20 定律：80%的错误集中于 20%的模块；80%的错误来自于 20%的人员；

1. 80%的 错误集中于 20%的类型；80%的软件废品和返工是由 20%的缺陷引起的；80%的资源 是由 20%的构件消耗的；80%的工程活动是通过 20%的工具完成的；80%的进展是 20%的人完成的。 反思：

# 其他定律

## Atwood法则：**凡是可以用javascript实现的，最终都会用javascript实现**

**十年来，编程领域有什么重要进展？ - caoglish 的回答 - 知乎.html**

## 最小功效原则

互联网之父Tim Berners-Lee 在他的著作 《最小功效原则》中的一段话：

“在过去的40年中，计算机科学一直在开发尽可能功能强大的语言。现在我们必须领会这样的道理：要选择功能最不强的解决方案而不是最强的。语言的功效越小，对于储存在该语言中的数据你能做的事情就越多。如果你把程序写成简单的描述性形式，任何人都可以编写一个程序来分析它。比如，如果一个包含了天气数据的网页，里面使用RDF 格式来描述这些数据，用户就可以把它当做一个表格来查找，也许求它的平均值，或者用它绘图，或把它和其他信息结合在一起进行推理分析。另一个极端情况是，这些天气信息是用漂亮的Java applet描绘出来的。虽然这样可能做出很酷的用户界面，但它完全无法用于分析。找到这个页面的搜索引擎会压根不知道这些数据是什么或者是干什么用的。唯一能发现Java applet的含义的方式就是让它在一个人面前运行起来。”

## CAP数据技术的理论基础

（Consistency一致性、Availability可用性、Partition-tolerance分区可容忍性）理论普遍被当作是大数据技术的理论基础。同时，根据该理论，业界有一种非常流行、非常“专业”的认识，那就是：关系型数据库设计选择了C（一致性）与A（可用性），NoSQL数据库设计则不同。其中，HBase选择了C（一致性）与P（分区可容忍性），Cassandra选择了A（可用性）与P（分区可容忍性）。

? 在实践中，我们应该如何运用 80-20 定律？ 每一条定律的反思都值得我们在实际项目管理过程中关注。
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